Exploring Possibilities of Integrating Version Control Platforms in Higher Education Through GitHub Data Analysis
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ABSTRACT

Working in the software development industry in the modern world cannot be imagined without integration with version control platforms. In addition to allowing copies of the code to be kept, the code versioning platforms provide the ability to control changes that occur in the code itself, so it can be determined which member of the development team made the change and when. This article aims to determine the possibilities of using code versioning platforms in an educational context to provide insights into the students' collaboration and dynamics of developing a software solution. Data was collected on the GitHub platform using the API of a public GitHub organization. Social coding activities performed on the GitHub platform were analyzed using the concepts of Social Network Analysis (SNA). The results of the analysis indicate that the teachers can use data generated on the code versioning platforms to better understand the
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learning process and monitor the dynamics of project work. In this way, it is possible to follow how each team member contributes to the solution, understand the individual student activities, and monitor the state of the entire project.
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### Introduction

One of the challenges that teachers are facing while conducting software engineering courses is monitoring students and their efforts while they work on developing software solutions. One approach to monitoring the collaboration and the results of software projects developed in teams of students relies on the integration of code versioning systems into the teaching flow. One of the most frequently used code versioning systems is Git, while the GitHub platform has already been used in software engineering courses (Calatrava Arroyo et al., 2020; Beckman et al., 2021). Further, GitHub enables gathering data for learning analytic through an API (Application Programming Interface), giving teachers insights into individual and collaborative performance. The collected data can be programmatically analyzed to investigate the possibility of applying the results to monitor the students' progress and collaboration.

El Mezouar et al. (2019) has already shown that SNA can be applied to GitHub data. In their analysis, by using the concept of the Pull-based network presented as a directed and weighted graph, network metrics were used to identify existing development team structures in 7,850 most popular projects on GitHub. Therefore, it is expected that SNA can be used to analyze GitHub data in education and provide data valuable insights into the learning process.

The goal of this research is to provide evidence and a concrete example of how the concepts of social networks analysis can be applied for the analysis of GitHub data to improve the educational process in the field of software development.

### Version Control Platforms and SNA

Version control represents a system that tracks changes to user files. Files could be documents, layouts, images, files containing source code, etc (Chacon & Straub, 2020). Version Control System (VCS) allows users to control versions of a single file, multiple files, or an entire software project.
by monitoring changes, as well as restoring them to one of the previous versions (Chacon & Straub, 2020).

The basic functionality of Git is related to version control. Each time a user commits or saves the state of their project, Git takes a snapshot of the entire file system and keeps a reference to that snapshot. If the files have not changed, Git will not save and store them again but create the reference to the files that have already been saved, thus showing the efficiency (Chacon & Straub, 2020).

Git is based on git commands for various operations (Somasundaram, 2013). The commands that are often used are (Blischak et al., 2016):

- pull: for retrieving commits from a remote repository and merging with a local repository,
- push: for sending commits from a local to a remote repository,
- merge: for updating files to include changes made in the new commits,
- stage: for preparation of files to be covered in the next commit and
- commit: for saving all changes made to staged files.

The Git repository is a database that contains all the information about the project and keeps a copy of it throughout its lifetime (Loeliger & McCullough, 2012).

GitHub is a platform through which users can upload an online copy of their Git repository. Hence, review, control, and cooperation with other users on a project are facilitated (Beer, 2018).

AlMarzouq et al. (2020) classify GitHub as a cloud platform for hosting FLOSS community software (free and open-source software). Also, they point out that researchers can observe the collaborative behavior of developers using GitHub. Git itself can provide data on changes in the source code, which lines of code have been modified, when and by whom. To get the metadata, Git commands are used: git log, git blame, and git diff. However, as stated by AlMarzouq et al. (2020), Git does not provide data on social coding interactions.

GitHub uses Git functionality and supports tools that turn coding into a social activity (AlMarzouq et al., 2020). Users represent sources of social coding content. They can be organizations or individuals. The social coding functionalities that can be found on the GitHub platform and which are listed in (AlMarzouq et al., 2020) are repositories where the shared code is located, pull requests, starring repositories, watching repositories, following
users, comments, discussions, bug reports, notifications, as well as code copy operations such as branching, forking, and cloning repositories.

Many of the aforementioned social coding functionalities that are characteristic of the GitHub platform can be observed. Based on that, it is concluded that SNA, i.e. social networks analysis, can be carried out over different entities that can be represented using graph theory, also known as network theory (Camacho et al., 2020), as nodes or relations of graphs (Jamali & Abolhassani, 2006).

**Literature Review**

There are numerous scientific papers on the improvement of the learning process in higher education through the application of modern information technologies and collaborative forms of learning (Radović-Marković et al., 2009; Bjelica & Pavlović, 2018; Stojanović et al., 2020; Slavinski et al., 2020; Radović-Marković et al., 2021; Stojanović & Domazet, 2020). Moreover, there are numerous research papers and experiments where the integration of a code versioning platform into the teaching flow has been tried and successfully implemented. One of the studies was conducted at the Universitat Politècnica de València (UPV) from 2019 through 2020, where 28 students in the Electronic and Automatic Engineering Degree (EAED) participated (Calatrava Arroyo et al., 2020). A new solution called ACTaaS (Assessment of Computational Thinking as a Service) was developed and applied while conducting the Computer Science course. The solution is based on Cloud technology. Code versioning, automatic testing of the code, as well as continuous integration and continuous deployment (CI/CD) tools, were used. Among other things, the solution included configuring Jenkins, creating a GitHub organization, and creating tasks in the GitHub Classroom environment that is part of the GitHub Education program. The GitHub Classroom assignment may contain an initial set of code with instructions.

The invitations to accept assignments were available to students through an LMS (Learning Management System) called Sakai. After accepting the assignment, a copy of the repository is created on the student's account. Task progress analysis is performed automatically by calling Jenkins unit tests after students push their code into their repository (Calatrava Arroyo et al., 2020).
The university courses conducted by Beckman et al. (2021) covered the study program in the field of Data Science. To begin with, the lecturers created GitHub Pro organizations (GitHub Education) where they added students as members of the organizations. In 2019, while teaching Introduction to R Programming course at Penn State University, lecturers began using the GitHub Classroom. The integration with the GitHub platform is similar to the one described in (Calatrava Arroyo et al., 2020). A Git repository has been created containing the initial setup where source code, instructions, grading tables, and documentation can be included (Beckman et al., 2021).

The study concludes that students quickly master the basics of code versioning and individual tasks, but that creating group tasks, which can also be created via the GitHub Classroom platform, is difficult due to conflicts when merging code. Numerous students solved the problem by working on one computer showing that collaboration through GitHub was challenging for students who had just started working in the collaborative environment (Beckman et al., 2021). To track student activity on a joint project, many instructors used each student’s commit history. The authors point out that although the number of commits itself does not indicate the quality of the code, the lack of commits may indicate that the student did not participate in the work. The authors further suggest a combination of peer evaluation with commit history to obtain a complete picture (Beckman et al., 2021).

The study further addresses the issue of choosing the appropriate code versioning platform. The three most popular (Beckman et al., 2021) stand out: GitHub, GitLab, and Bitbucket. The reasons for choosing GitHub are the fact that it is used by most companies and organizations, rich API, and tools like GitHub Classroom.

In the study described in (Feliciano et al., 2016), it was decided that GitHub course materials and student papers would be publicly available, unlike the previous two cases (Calatrava Arroyo et al., 2020; Beckman et al., 2021). The advantages of the approach are the interactions and suggestions of people who were not working on the project. However, a group of the students did not consider the work on the repository to be good enough to be publicly available, and there were also concerns that such work was not of interest to the community (Feliciano et al., 2016). Although course materials were publicly available, Moodle LMS was used for
additional materials, such as grades and additional courses (Feliciano et al., 2016).

Zagalsky et al. (2015) point out an important difference between the GitHub platform and LMS systems such as Moodle and Sakai. GitHub was used as a Submission platform and as a way to host course content, features that were otherwise available in standard LMS systems. The difference was in the number of interactions supported by the GitHub platform. While traditional systems support reading and access to materials, GitHub provides the opportunity for active participation (Zagalsky et al., 2015).

There are different workflows that GitHub can support, and they differ in which users have a push privilege in the repository, i.e. which users can directly make changes to the repository code, and which must require permission to do so. The latter must fork a repository, work on the copy created on their account, and if they want the changes to be included in the main repository code, they must create a pull request in the main repository (AlMarzouq et al., 2020).

Pull request stands out as a central functionality that enables social coding. Changes to the code can be included (merge) in the repository code only after the owners of that repository, or users authorized to do so, have approved changes via the GitHub platform (AlMarzouq et al., 2020). Further communication takes place through comments resulting from the code review action performed by contributors involved as reviewers (Open source guide 2021a).

El Mezouar et al. (2019) investigate in detail the structure of teams that base their work on a pull-based development model. They researched the 7,850 most popular projects on GitHub. Investigating the efficiency of the procedure of reviewing pull requests, it was determined that the efficiency depends on technical, but also social factors. From the technical factors, the quality of the code stands out, while from the social ones, the connection that the project contributor has with the programmer who has the role of integrator and who is in charge of project maintenance can be singled out (El Mezouar et al., 2019).

The concept of pull-based networks is used when two programmers are connected when one of them integrates a pull request (integrator) created by the other (contributor) (El Mezouar et al., 2019). The Pull-based network is presented as a directed and weighted graph, and network metrics can be used to identify existing development team structures. The three most influential network metrics have been singled out that have the following
interpretation in the context of the pull-based model (El Mezouar et al., 2019):

1. Out-degree centralization measures the importance of contributors to the level of activity. The number of created pull requests can be taken as an example of activity levels. A high level of the beforementioned metric indicates that there are base contributors, and a low level indicates that all contributors participate equally.

2. Density indicates the connection of team members. If the density is higher, the team members are more strongly connected, i.e. have previous interactions with most other team members.

3. Reciprocity indicates the probability that the developer has both roles in the project, both the integrator and the collaborator. The high value of the beforementioned metric indicates that the programmer is more likely to have both roles.

The relationship between a collection of network metrics derived from pull-based networks (e.g., reciprocity, centralization, etc.) and a collection of performance metrics (e.g., response time) can be analyzed using linear regression. The results of previous studies have shown that network metrics can partly explain performance metrics (El Mezouar et al., 2019). Over one-third of the teams are dominated by a loosely connected structure where members have one role (single-role developers). It was found that the better-ranked teams were the more interconnected ones. There was a centralization of the team around key contributors and developers could be found both in the role of integrator and in the role of contributors. Thus, the existence of central programmers having both roles was associated with the closure of more pull requests (El Mezouar et al., 2019).

**Methodology**

There are various ways to collect data from the GitHub platform. In addition to the GitHub API (Application Programming Interface) analyzed in this paper, there are external repositories that take snapshots of data that the GitHub API has access to, which allows the user to freely search the data without the API's limitations. Examples of external repositories are GHTorrent and GHArchive (AlMarzouq et al., 2020).

The two stable versions of the GitHub API that are publicly available are: the GitHub REST API and the GraphQL API. For the research, the GitHub REST API will be examined. Further analysis will aim to
investigate the possibility of applying the results that the API returns to monitoring the work of students working together on the project.

The Axios API client was applied to obtain the data. Appropriate graphs were illustrated using the React JS library and React Google Charts data visualization library. Also, the Postman tool was used for endpoint calls testing. The tool is used in industry and education in various phases of API development and testing.

Endpoints provide real-time data on how to use the GitHub platform. In addition to different data on the number of commits and pull requests related to repositories, as well as the number of bytes of code written in different programming languages within the repository, user data can be obtained at different time intervals. By combining different calls made to the GitHub API and the data obtained in the response, different conclusions can be generated that are important for understanding the dynamics of joint work.

The limiting factor is the rate limit of 5000 requests per hour for an authenticated user, while for a non-authenticated user the number is significantly lower and amounts to 60 requests per hour. In the second case, the requests are related to the IP address and not to the user (GitHub docs 2021b).

As an example of a GitHub organization, the public GitHub organization Contentful was used to collect the data returned by the GitHub API, which is needed for further analysis.

**Research Results**

On a sample of 40 repositories, the Commits endpoint is called. The endpoint returns data on the commit of a particular repository, with the maximum number of commits that can be obtained by a single call to the endpoint being 100. By further processing of the data, all commits were counted according to the repository to which they belong, and the data thus obtained was used to make a histogram from the image below (Figure 1). The range of the number of commits is shown on the x-axis, and the number of repositories belonging to a particular range is shown on the y-axis.

Of the 40 repositories considered, four repositories have a range of 0-20 commits, 10 repositories have a range between 20-40 commits, and three repositories are in the range of 60-80 commits. The repository named `contentful-resolve-response` has 91 commits (Figure 1) and is the only one
in the range of 80-100 commits. The remaining 22 repositories have 100 or more commits. One of them is the form-36 repository, which is analyzed in more detail.

One way to examine the structure of the repository itself is to determine which programming languages are used. Calling the Languages endpoint gives a JSON object where the key is the name of the language, and the value is the number of bytes of code written in that language. For example, a repository named form-36 was selected. The data obtained as output parameters are shown using a Pie chart. From the Figure 2, it can be seen that the most represented languages in the selected repository are: TypeScript (736,407 bytes, 80.3%), followed by CSS (88,672 bytes, 9.5%), JavaScript (85,377 bytes, 9.3%), SCSS (5,644 bytes, 0.6%) and Handlebars (2536 bytes, 0.3%). Shell (96 bytes) and HTML (71 bytes) are represented in a negligibly small percentage.

*Figure 1: The sector of the business operations*

Source: Authors
To monitor the activity of participants in group work on a repository, the Contributors endpoint can be called. Form-36 was again selected as the example repository. The endpoint returns Contributors sorted by the number of commits per contributor in descending order. As GitHub identifies collaborators by the author's email address, the endpoint groups collaboration numbers by GitHub user (GitHub docs 2021c).

There are currently a total of 60 collaborators in the observed repository. From the results obtained after the call of the endpoint, a tabular presentation was made containing three columns (Figure 3). The first column of *Username* contains the GitHub username of the contributor, which is applied to the generic name *user-number* to protect the privacy of the users. The second column, the *Number of commits*, contains the number of commits per contributor. The third column *Active user* (Figure 3) has a true/false value that is the result of a condition, which is added by application processing of the data. The value of the variable, i.e. the symbol in the table changes depending on whether the contributor has more than 10 commits or not. If the value is less than 10, the symbol “x” will appear showing that the user is less active (Figure 3).

The number of 10 commits was chosen to highlight those contributors who contribute the most to the solution. The number depends on the sample to which the check is applied. Figure 3 shows a sample of 30 contributors that are important for further analysis.
As the number of commits is often not a good indicator of contributor activity, and to obtain time-dependent data, another endpoint (Stats endpoint) concerning contributors will be tested using the same repository as in the previous case.

The endpoint also returns the total number of commits for each contributor and the Weekly Hash that contains the following information (GitHub docs 2021c):

- w – a Unix timestamp representing the beginning of the week
- a – the number of added or modified lines of code (Additions)
- d – the number of deleted lines (Deletions)
- c – the number of commits

Figure 1: Number of commits per Contributor

<table>
<thead>
<tr>
<th>Username</th>
<th>Number of commits</th>
<th>Active user</th>
</tr>
</thead>
<tbody>
<tr>
<td>user-1</td>
<td>374</td>
<td>✔</td>
</tr>
<tr>
<td>user-2</td>
<td>239</td>
<td>✔</td>
</tr>
<tr>
<td>user-3</td>
<td>153</td>
<td>✔</td>
</tr>
<tr>
<td>user-4</td>
<td>143</td>
<td>✔</td>
</tr>
<tr>
<td>user-5</td>
<td>82</td>
<td>✔</td>
</tr>
<tr>
<td>user-6</td>
<td>60</td>
<td>✔</td>
</tr>
<tr>
<td>user-7</td>
<td>55</td>
<td>✔</td>
</tr>
<tr>
<td>user-8</td>
<td>53</td>
<td>✔</td>
</tr>
<tr>
<td>user-9</td>
<td>40</td>
<td>✔</td>
</tr>
<tr>
<td>user-10</td>
<td>38</td>
<td>✔</td>
</tr>
<tr>
<td>user-11</td>
<td>23</td>
<td>✔</td>
</tr>
<tr>
<td>user-12</td>
<td>14</td>
<td>✔</td>
</tr>
<tr>
<td>user-13</td>
<td>11</td>
<td>✔</td>
</tr>
<tr>
<td>user-14</td>
<td>11</td>
<td>✔</td>
</tr>
<tr>
<td>user-15</td>
<td>9</td>
<td>×</td>
</tr>
<tr>
<td>user-16</td>
<td>9</td>
<td>×</td>
</tr>
<tr>
<td>user-17</td>
<td>8</td>
<td>×</td>
</tr>
<tr>
<td>user-18</td>
<td>6</td>
<td>×</td>
</tr>
<tr>
<td>user-19</td>
<td>6</td>
<td>×</td>
</tr>
<tr>
<td>user-20</td>
<td>6</td>
<td>×</td>
</tr>
<tr>
<td>user-21</td>
<td>6</td>
<td>×</td>
</tr>
<tr>
<td>user-22</td>
<td>6</td>
<td>×</td>
</tr>
<tr>
<td>user-23</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-24</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-25</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-26</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-27</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-28</td>
<td>5</td>
<td>×</td>
</tr>
<tr>
<td>user-29</td>
<td>4</td>
<td>×</td>
</tr>
<tr>
<td>user-30</td>
<td>4</td>
<td>×</td>
</tr>
</tbody>
</table>

Source: Authors
From several values returned by the endpoint, one contributor was randomly selected. The analysis of the contributor's Weekly Hash is further approached. If in seven days, starting from the day representing the beginning of the week (mark w), there were no commits (c has a value of zero), the marks for the number of added and deleted lines also have a value of zero. To preview data more clearly, zero values have been removed from the Weekly Hash, leaving only those that have relevant data for further analysis.

Figure 4 illustrates the values that the Weekly Hash has for the selected contributor. The columns contain the values: w, c, a, and d, respectively. If we take into account the first row from Figure 4, the interpretation of the data obtained is as follows: in the week that started on December 2, 2018, the contributor made one commit in which the number of added or changed lines of code was equal to 109 and the number of deleted lines was 492.

**Figure 2: Weekly Hash of chosen Contributor**

<table>
<thead>
<tr>
<th>Week</th>
<th>Number of commits</th>
<th>Number of additions</th>
<th>Number of deletions</th>
</tr>
</thead>
<tbody>
<tr>
<td>12/2/2018, 1:00:00 AM</td>
<td>1</td>
<td>109</td>
<td>492</td>
</tr>
<tr>
<td>12/3/2018, 1:00:00 AM</td>
<td>1</td>
<td>18</td>
<td>0</td>
</tr>
<tr>
<td>12/4/2018, 1:00:00 AM</td>
<td>1</td>
<td>5,957</td>
<td>3,579</td>
</tr>
<tr>
<td>12/5/2018, 1:00:00 AM</td>
<td>1</td>
<td>8,022</td>
<td>3,525</td>
</tr>
<tr>
<td>12/6/2018, 1:00:00 AM</td>
<td>1</td>
<td>4</td>
<td>474</td>
</tr>
<tr>
<td>12/7/2018, 1:00:00 AM</td>
<td>1</td>
<td>181</td>
<td>255</td>
</tr>
<tr>
<td>12/8/2018, 1:00:00 AM</td>
<td>1</td>
<td>6,507</td>
<td>6,783</td>
</tr>
<tr>
<td>12/9/2018, 1:00:00 AM</td>
<td>1</td>
<td>3,900</td>
<td>4,302</td>
</tr>
<tr>
<td>12/10/2018, 1:00:00 AM</td>
<td>7</td>
<td>398</td>
<td>792</td>
</tr>
<tr>
<td>12/11/2018, 1:00:00 AM</td>
<td>1</td>
<td>31</td>
<td>28</td>
</tr>
<tr>
<td>12/12/2018, 1:00:00 AM</td>
<td>1</td>
<td>1,377</td>
<td>741</td>
</tr>
<tr>
<td>12/13/2018, 1:00:00 AM</td>
<td>1</td>
<td>14</td>
<td>11</td>
</tr>
<tr>
<td>12/14/2018, 1:00:00 AM</td>
<td>1</td>
<td>1,250</td>
<td>842</td>
</tr>
<tr>
<td>12/15/2018, 1:00:00 AM</td>
<td>3</td>
<td>133</td>
<td>114</td>
</tr>
<tr>
<td>12/16/2018, 1:00:00 AM</td>
<td>1</td>
<td>280</td>
<td>179</td>
</tr>
<tr>
<td>12/17/2018, 1:00:00 AM</td>
<td>1</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>12/18/2018, 1:00:00 AM</td>
<td>1</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>12/19/2018, 1:00:00 AM</td>
<td>1</td>
<td>7</td>
<td>9</td>
</tr>
<tr>
<td>12/20/2018, 1:00:00 AM</td>
<td>3</td>
<td>22</td>
<td>31</td>
</tr>
<tr>
<td>12/21/2018, 1:00:00 AM</td>
<td>1</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>12/22/2018, 1:00:00 AM</td>
<td>1</td>
<td>11</td>
<td>1</td>
</tr>
<tr>
<td>12/23/2018, 1:00:00 AM</td>
<td>1</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>12/24/2018, 1:00:00 AM</td>
<td>1</td>
<td>11</td>
<td>9</td>
</tr>
<tr>
<td>12/25/2018, 1:00:00 AM</td>
<td>1</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>12/26/2018, 1:00:00 AM</td>
<td>1</td>
<td>16</td>
<td>6</td>
</tr>
<tr>
<td>12/27/2018, 1:00:00 AM</td>
<td>1</td>
<td>16</td>
<td>7</td>
</tr>
<tr>
<td>12/28/2018, 1:00:00 AM</td>
<td>2</td>
<td>7</td>
<td>25</td>
</tr>
<tr>
<td>12/29/2018, 1:00:00 AM</td>
<td>2</td>
<td>33</td>
<td>5</td>
</tr>
<tr>
<td>12/30/2018, 1:00:00 AM</td>
<td>2</td>
<td>40</td>
<td>59</td>
</tr>
<tr>
<td>12/31/2018, 1:00:00 AM</td>
<td>1</td>
<td>7,450</td>
<td>8,895</td>
</tr>
<tr>
<td>1/1/2019, 1:00:00 AM</td>
<td>1</td>
<td>504</td>
<td>490</td>
</tr>
<tr>
<td>1/2/2019, 1:00:00 AM</td>
<td>3</td>
<td>3,626</td>
<td>1,417</td>
</tr>
<tr>
<td>1/3/2019, 1:00:00 AM</td>
<td>1</td>
<td>5</td>
<td>20</td>
</tr>
<tr>
<td>1/4/2019, 1:00:00 AM</td>
<td>1</td>
<td>539</td>
<td>754</td>
</tr>
</tbody>
</table>

*Source: Authors*
By displaying data that represent many added and deleted lines of code in different time intervals on the Column graph, the relationship between the numbers can be easily observed. Added lines of code are marked in black, and the number of deleted lines is marked in gray (Figure 5). It can be seen that the largest number of deleted lines of code, approximately 9000 (8,895), occurred in the week that began on 3.1.2021. It is also noticeable that the largest number of added or changed lines of code (8,022), occurred in the week that started on February 10, 2019.

*Figure 5: Column Chart of Weekly Hash*

To conduct the SNA over data from GitHub, it is necessary to take into account social coding (AlMarzouq et al., 2020), i.e. social interactions among users that take place on the platform. The pull-based model as a way of integrating code stands out for its ability to analyze social activities. From creating a pull request, code review and commenting, to approving or rejecting the request and finally closing and integrating it (merge) or
deleting it, each of the mentioned activities involves several participants collaborating, exchanging opinions, making suggestions, and working together to solve problems or to make new functionalities of the software solution.

Such interactions have been noted in the form-36 repository of Contentful's GitHub organization. GitHub Pulls API was used to obtain relevant data. As it was noticed, some pull requests were made by bot programs that perform various tasks of code analysis and editing. Such requests were excluded from the data set in further analysis. The state field value of each analyzed pull request was open or closed, depending on whether the request was already integrated (closed) or still open for collaboration (open). The user field contains information about the user who created the pull request. The value of the author_association field is Contributor, Collaborator, or Member, depending on whether the user is, respectively, an associate who is part of the main development team, an associate who is not part of the team, or a member of a given organization.

To obtain all review activities for a particular pull request, the Reviews endpoint is called. The result is a series of JSON objects, and each object corresponds to the activity of one user that is related to a given pull request. In the state field, the user activity can be seen. Among the analyzed data, the following stand out: Approved indicates that the user has approved the changes contained in the request, Commented indicates that the user has left a comment (the user can also be the creator of the pull request) and Changes_Requested indicates that changes need to be made. Users who found themselves on a pull request as requested reviewers, but didn’t have any activity on it were excluded from the analysis.

It was determined that there were 756 closed and seven open requests. After sorting the data, i.e. removing those requests made by bot programs, there were 695 requests left. Seventeen pull requests were singled out for the SNA.

An overview graph was illustrated and centrality measures were applied. The total number of contributors within the analyzed repository is 60, while the total number of members of the organization is 34 at the time of analysis.

The undirected graph illustrated in Figure 6 was used for display. The relations in the graph are symmetrical (Cangalovic et al., 2014), it does not matter which node is the source and which the target. Graph nodes represent users who participated in social activity on the analyzed pull requests. Nine
nodes, i.e. nine users were obtained after analyzing 17 pull requests. Graph branches were created for each activity between the user who created the pull request and the user in the reviews overview (commenting requests, approving requests, or setting Changes_Requested status).

The graph is represented by the cytoscape.js package, which in addition to options for a visual representation of graphs, also supports metric calculation options such as those for centrality measures.

Figure 6: Undirected graph of SNA analysis

From the very appearance of the graph, it can be concluded that the user with the username "user-8" (Figure 6) is in the center of the structure. The node corresponding to that user has a direct interaction with all nodes but one. Thus, it can be concluded that the user actively participates in pull-based social activities.

To better understand the position of the nodes in the graph, three measures of centrality are applied (Jovanović, 2017): Degree Centrality, Closeness Centrality, and Betweenness Centrality.
Degree Centrality indicates the degree i.e. the number of branches that are acquired in a given node for which centrality metric is calculated (Cangalovic et al., 2014; Jovanović, 2017). As the graph is not directed there is only one measure, the Degree. The measure was normalized in the range 0 to 1 to make it easier to compare the values obtained. As expected, according to the appearance of the graph (Figure 6), the largest number of branches is acquired in the node that is marked with the ordinal number one in the table below (Figure 7). The node has the highest value of the Degree Centrality metric’s range. A node with the ordinal number nine has the lowest value of the metric because it is connected to the neighboring node using only one branch. Based on the Degree Centrality metric, it is possible to determine which members of the development team are the centers of the network, although the number of connections/branches often does not indicate the quality of contribution (Jovanović, 2017).

![Figure 7: Centrality measures](image)

<table>
<thead>
<tr>
<th>Username</th>
<th>degreeCentralityNormalized</th>
<th>closenessCentralityNormalized</th>
<th>betweennessCentrality</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 user-8</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2 user-3</td>
<td>0.647</td>
<td>0.711</td>
<td>1</td>
</tr>
<tr>
<td>3 user-1</td>
<td>0.412</td>
<td>0.667</td>
<td>14</td>
</tr>
<tr>
<td>4 user-7</td>
<td>0.353</td>
<td>0.711</td>
<td>1</td>
</tr>
<tr>
<td>5 user-30</td>
<td>0.176</td>
<td>0.467</td>
<td>0</td>
</tr>
<tr>
<td>6 user-12</td>
<td>0.118</td>
<td>0.644</td>
<td>0</td>
</tr>
<tr>
<td>7 user-5</td>
<td>0.118</td>
<td>0.644</td>
<td>0</td>
</tr>
<tr>
<td>8 user-28</td>
<td>0.059</td>
<td>0.578</td>
<td>0</td>
</tr>
<tr>
<td>9 user-29</td>
<td>0.059</td>
<td>0.578</td>
<td>0</td>
</tr>
</tbody>
</table>

Source: Authors

Closeness Centrality represents the average distance of the node from all other nodes of the network. The higher the value of the metric is, the closer the node is to the center of the graph. The metric was also normalized in the range from 0 to 1. The node with ordinal number one has the highest value of the metric in the graph as well (Figure 7). Nodes with a high value of the Closeness Centrality metric (Figure 7) can be classified as influential members of the local group that affect the rapid dissemination of information in the network observed (Jovanović, 2017).

The high value of the Betweenness Centrality metric indicates that nodes often appear as intermediaries in the mutual communication of other nodes in the network (Jovanović, 2017). The node with ordinal number one
in the table has the highest value of 46 (Figure 7). It is followed by a node with ordinal number four whose value of the metric is 14, and then nodes with the ordinal number two and three whose value of the metric is one. Thus, the Closeness Centrality metric identifies potential burst points (Jovanović, 2017) of the network.

Conclusion

The paper discusses the possibility of using version control platforms in education while teaching courses that require the collaboration of several participants in the group projects, as well as individual activities. Also, the paper contributes to the field of learning analytics and presents a possible application of data science in the field of collaborative learning.

GitHub increases the possibility of collaboration and interaction, both among students and professors. Instead of submitting a ready-made solution at the end of the project completion deadline, students can solve the tasks iteratively. The iterative approach gives professors a better insight into the work and contribution of each student in group projects, but also when solving individual tasks. Hence, students achieve greater confidence and learn about the use of code versioning platforms that are widely used in the industry, while collaborating with their colleagues.

One way to achieve GitHub integration is the solution already mentioned in (Calatrava Arroyo et al., 2020; Beckman et al., 2021). GitHub Classroom environment within the GitHub Education program offers professors more control over the tasks they assign to students. After creating the organization and connecting it with the GitHub Classroom environment, it is possible to create a task that can be individually done or done in a group, and thus engage more students. The tasks themselves can have an initial repository setup and a description of the requirements. The assignment request can be set within the course on the LMS platform. By accepting the request, the repository that was previously added to the organization is automatically cloned to the student's account (Calatrava Arroyo et al., 2020).

The possibility of integrating the GitHub solution with learning management systems such as the Moodle platform needs to be further explored. Zagalsky et al. (2015) explore the possibility of replacing LMS platforms with version control platforms like GitHub. However, it is necessary to find a way to integrate them to benefit from both platforms.
Possible ways of employing the GitHub API are illustrated using the existing public GitHub organization, to analyze the work dynamics in group projects. Conclusions can be applied to monitoring the work dynamics of students that collaborate on group projects. The importance of the API is reflected in the flexibility it offers to the user.

The user chooses data by calling on different endpoints and then processes and filters it according to specific needs, draws conclusions, or displays the data.

Thus, the GitHub API tested in the paper has a role in collecting data on student activity. It is possible to perform an analysis of different groups of data and thus contribute to a better understanding of the state of individual activity, but also the state of the entire project. Data that indicates the state of the entire project are the number of commits and pull requests associated with the repository, as well as the number of bytes of code written in different programming languages within the repository. Data such as the number of commits, the number of added lines of code, and the number of deleted lines of code in time intervals can be good indicators of the participation of each student in group activity and act as one of the factors of forming student grades.

As the social coding functionalities are supported by the GitHub platform, the data are also suitable for SNA analysis. Students are represented as nodes in the graph, and the interactions they make on the GitHub platform can be represented by links. The pull-based model (El Mezouar et al., 2019) is of particular importance in the analysis, where interaction between students is achieved in the process of creating a pull request and the review process of that request. By applying different measures of centrality, nodes (i.e. students) that are in the center of the graph can be obtained and thus show the importance of their contribution to the project.

The possible recommendations for lecturers on how to use learning analytics:

− Include VCS into the teaching flow. One way to do it is by using the GitHub platform and GitHub Classroom environment.

− Communicate with the students about the new way of conducting the course. Teach about git and the use of the GitHub platform. Especially take into account the pull-based model.

− Use the number of commits combined with the number of added and deleted lines of code to determine students’ activity.
In order to apply SNA over the students’ data from GitHub, social coding interactions of students in the platform should be considered, and measures of centrality applied.

Include the data in the grading process, while evaluating student efforts e.g. by giving extra points to students with the high value of metrics;

The possibility of integrating platforms like GitHub into the teaching flow opens the door to new research in the field of education. The analysis conducted in the paper indicates that the data generated on code versioning platforms can be used to better understand the learning process and the dynamics of project work. Also, it is important to emphasize that a learning analytics approach developed in the paper can be employed in software development companies to assess the communication, collaboration, and contributions of developers.

As for future research, the application of machine learning can be considered, in order to better analyze the data about students, identify their characteristics, develop personalized e-learning environments or improve the monitoring of students' progress and results.
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